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Languages and language research
A diversity of languages

<table>
<thead>
<tr>
<th>Python</th>
<th>JS</th>
<th>F</th>
<th>Kotlin</th>
</tr>
</thead>
<tbody>
<tr>
<td>C++</td>
<td>TS</td>
<td>R</td>
<td></td>
</tr>
<tr>
<td>Java</td>
<td>OCaml</td>
<td>C</td>
<td>Perl</td>
</tr>
<tr>
<td>PHP</td>
<td>Scala</td>
<td>Swift</td>
<td>elixir</td>
</tr>
<tr>
<td>Julia</td>
<td>R</td>
<td>GO</td>
<td></td>
</tr>
</tbody>
</table>
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The fundamental problem **addressed** by a type theory is to ensure that programs **have meaning**. The fundamental problem **caused** by a type theory is that meaningful programs **may not have meanings** ascribed to them. The quest for richer type systems results from this tension.

(Mark Manasse)
Typing expressivity

```
MAIN0001* PROGRAM TO SOLVE THE QUADRATIC EQUATION
MAIN0002    READ 10,A,B,C $
MAIN0003    DISC = B*B-4*A*C $
MAIN0004    IF (DISC) NEGA,ZERO,POSI $
MAIN0005   NEGA R = 0.0 - 0.5 * B/A $
MAIN0006   AI = 0.5 * SQRTF(0.0-DISC)/A $
MAIN0007   PRINT 11,R,AI $
MAIN0008   GO TO FINISH $
MAIN0009   ZERO R = 0.0 - 0.5 * B/A $
MAIN0010   PRINT 21,R $
MAIN0011   GO TO FINISH $
MAIN0012  POSI SD = SQRTF(DISC) $
MAIN0013   R1 = 0.5*(SD-B)/A $
MAIN0014   R2 = 0.5*(0.0-(B+SD))/A $
MAIN0015   PRINT 31,R2,R1 $
MAIN0016 FINISH STOP $
MAIN0017   10 FORMAT( 3F12.5 ) $
MAIN0018   11 FORMAT( 19H TWO COMPLEX ROOTS:, F12.5,14H PLUS OR MINUS,
MAIN0019           F12.5, 2H I ) $
MAIN0020   21 FORMAT( 15H ONE REAL ROOT:, F12.5 ) $
MAIN0021   31 FORMAT( 16H TWO REAL ROOTS:, F12.5, 5H AND , F12.5 ) $
MAIN0022 END $```
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Dependent types: ∀α. {x: Fruit(α)} → {y: Juice(α) | y < x}
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- **Subtyping** : Apples \(\subset\) Juice

\[\{x : \text{Fruit}(\alpha)\} \rightarrow \{y : \text{Juice}(\alpha) \mid y < x\}\]
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